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_In the field of process theory much attention has been devoted to the study of process calculi
and in particular to behavioural semantics for these calculi. A variety of equivalences have
been proposed in order to capture the behavioural aspects of processes better than language
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Introduction

equivalence from traditional automata theory.

Various criteria exist for comparing the merits and deficiencies of these equivalences. A
systematic approach consists of classifying the equivalences according to their coarseness. For
this purpose van Glabbeek proposed the linear/branching time spectrum which is illustrated
in Figure 1 [10]. The least discriminating equivalences are at the bottom of the diagram.
Arrows indicate inclusion. The coarsest equivalences are trace equivalence and completed
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2 ‘ 1 Introduction
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Figure 1: The linear-time/branching time hierarchy of equivalences.

trace equivalence (=language equivalence). Directly above them we have the testing/failures
equivalence investigated by De Nicola and Hennessy (see e.g. [13]). At the top of the di-
agram is bisimulation equivalence (or bisimilarity), a notion introduced by Park [23] and
subsequently widely used in process theories.

A somewhat less tangible criterion is that of observability. For instance it has been argued
that while bisimulation equivalence has many nice mathematical properties it fails to have a
computational justification in that (in)equivalence seems not to be intuitively observable. All
existing proposals to justify bisimulation as an observational equivalence have used unnatural
operators. In [1] global testing operators were necessary and in [11] lookahead in combination
with the possibility to check for the absence of activity was needed. Bloom, Istrail and Meyer
argue that only completed traces should count as observations and define an equivalence
which is a completed trace congruence under a ‘reasonable’ set of process constructs [5].
This equivalence is ready simulation equivalence or 2/3-bisimulation and it is clearly below
bisimulation equivalence.



Decidability is another relevant criterion for evaluating behavioural equivalences. For finite-
state processes, i.e. finite automata, all equivalences in Figure 1 are decidable [17]. However,
it is well known (see e.g. [14]) that completed trace equivalence becomes undecidable when
one moves beyond finite automata to context-free languages, which correspond to processes
specified in Basic Process Algebra (BPA) [2]. A recent theorem [3] (but see also (7, 15])
shows that strong bisimilarity is decidable for normed BPA processes. In [16] Huynh and
Tian have shown that readiness and failures equivalence are undecidable for BPA processes.
In this paper we examine all other equivalences in Figure 1 and show that none of them are
decidable for normed BPA processes. We also present a slightly more elegant version of the
undecidability proof of [16].

2 Preliminaries

2.1 Normed recursive BPA processes

The BPA (Basic Process Algebra) processes or process expressions [3] are given by the ab-
stract syntax

pu=a|X|p1+p2|p1-p2

Here a ranges over a set Act of atomic actions, and X over a set Var of variables. The symbol
+ is the non-deterministic choice while p; - po represents the sequential composition of p; and
p2 (we often omit the ‘).

We say that a process expression is guarded iff every variable occurrence in p occurs in a
subexpression aq of p. Recursive processes are defined by a finite set A of guarded equations

A={X;¥p|1<i<k}

where the X; are distinct process variables, and the p; are guarded BPA expressions with
free variables in Var(A) = {X1,..., Xk}

The operational semantics of a BPA process expression, given a finite system of guarded
equations A, is a transition relation —  containing the transitions provable by the following
rules (e denotes the empty process with the convention that eq is q):

p—7p g—q
p+g—p p+g—q
p——p' a
—a a—e€ a € Act
Pg—p'q
p—p def
X o X=peA

We omit the subscript A if it is clear from the context. A process expression together with
an associated transition relation is called a process. If it is important that a process and
its operational semantics are generated by the rules above, we speak explicitly about a BPA
process.
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Notation 2.1. We use the notations
a ] a (]
e p—ap for p—p' € —4,

o p—2s5 for 3p' : p——sap/,

o p—h4 for not p-2ua,

o p —fp for Va € Act : p-Spa,

o p"L57ap for phpaEp - ap' and

e p =g iff p and ¢ are syntactically the same.

In this paper we restrict our attention to normed BPA process expressions. As all normed
BPA processes are also BPA processes, all our undecidability results immediately carry over
to BPA in general.

Definition 2.2. The norm of a process p is defined by
|p| = min {length(w) | p—e€}.

A finite set A of guarded equations is normed if for all X € Var(A) it holds that |X| is
finite. A BPA process is called normed, if it has been generated via a normed set of guarded
equations.

Note that the class of normed BPA processes does not include all the regular processes (such
as X ¥ aX ). Nevertheless, it is a very rich family, including processes with infinitely many
states.

Deterministic processes play an important role in our proofs.

Definition 2.83. We say that a process p is deterministic iff if p—p; and p—ps, then
p1 = p2.

2.2 Normed recursive BPA processes in Greibach Normal Form

In [3] it is shown that any set of guarded equations can be effectively presented in the following
normal form

N4
AI = {Xi c}_gf Zaijaij | 1 S 1 < m}
j=1
where a;; is a sequence of variables, such that the root of A’ is bisimulation equivalent to that
of A. Moreover, A is normed exactly when A’ is. By analogy with context-free grammars
this normal form is called GNF (Greibach Normal Form). Whenever the a;;’s have length
less than three, we talk of restricted GNF or 3-GNF.

There is an obvious relationship between normed sets of guarded equations over BPA and
context-free grammars. Variables correspond to non-terminals and actions correspond to ter-
minals. Each set {X; = }°7%, aj045|1 < i < m} of guarded recursive equations corresponds
directly to the family of productions {X; — ajjeij | 1 < i <m, 1< j < ni}.

The following definition is an adaptation to process theory of the well-known notion of an
accepted language.



Definition 2.4. The language L(p) accepted by a process p is given by L(p) = {w| p——¢}.
The trace language Tr(p) of a process p is given by T'r(p) = {w|p——}. Two processes p and
q are completed trace equivalent, notation p ~¢ g, (or language equivalent) iff L(p) = L(q).
Two processes p and q are trace equivalent, notation p ~i, g, (or language equivalent) iff
Tr(p) = Tr(q)-

It is well known that it is undecidable whether two context-free grammars define the same
language [14], or in our terminology if p ~cr g for BPA processes p and g. This result also
holds for normed processes because normedness corresponds to a grammar not having use-
less productions. It is consequently also straightforward to show that it also is undecidable
whether two BPA processes are trace equivalent — in our notation whether p ~¢, ¢. Any un-
normed grammar can be effectively transformed to a (language) equivalent normed grammar
in restricted GNF. So we have

Theorem 2.5. Completed trace equivalence (or language equivalence) and trace equivalence
are undecidable for normed BPA processes.

A simple grammar is a context-free grammar in restricted GNF such that there are no two
distinct productions A — ac;, A — aas for any nonterminal A [9]. Thus, simple gram-
mars correspond to those sets of guarded equations over BPA that generate deterministic
BPA processes. For simple grammars the language equivalence problem is decidable [18].
Consequently we cannot effectively transform a set of guarded equations over BPA into a
deterministic set of equations, while retaining language equivalence. If such an effective
transformation would exist, we could reduce language equivalence for non-deterministic pro-
cesses to language equivalence for deterministic processes.

As shown by Friedman the language containment problem for simple grammars is unde-
cidable [9]. Formulated in our setting this theorem reads:

Theorem 2.6. Let p and q be two normed and deterministic BPA processes. It is undecid-
able whether L(p) C L(q).

However, it is important to note that for deterministic BPA processes trace equivalence
and bisimulation equivalence coincide [8] (where ~ denotes strong bisimulation equivalence):

Proposition 2.7. Ifp and q are deterministic processes, then Tr(p) = Tr(q) iff p ~ g.
Proof. {(p,q)| Tr(p) =Tr(q)} is a bisimulation. a

Consequently, in the deterministic case the linear/branching time hierarchy collapses, and
since language equivalence is decidable, all equivalences are decidable in this case.

3 Simulation and simulation equivalence

In this and the subsequent sections all equivalences in figure 1, except strong bisimulation and
completed trace equivalence, are considered and proven undecidable for normed BPA pro-
cesses by reducing language containment for deterministic processes or language equivalence
to them. We start off with simulation and simulation equivalence.
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Definition 3.1. A relation R between processes is a simulation iff whenever pRgq then for
each a € Act p—p' = 3q:q—q' Ap'Rq’. A process p is simulated by a process g, notation
pSg, iff there is a simulation relation R with pRg. Two processes p and q are simulation
equivalent, notation psq, iff pCq and ¢Cp.

We first show that simulation is undecidable for deterministic normed BPA processes. This
is a direct corollary of Theorem 2.6.

Theorem 3.2. Simulation is undecidable for deterministic normed BPA processes.

Proof. Let p and g be normed deterministic BPA processes and let / be a ‘fresh’ action.
It is straightforward to show that

L(p) C L(q) iff py/Sqv/

as p and ¢ are deterministic. With this observation, we reduce language containment for
deterministic normed BPA processes to simulation preorder for deterministic normed BPA
processes. O

Theorem 3.3. Simulation equivalence is undecidable for normed BPA processes.

Proof. We can reduce simulation to simulation equivalence by the following observation:

pSq iff p+gsq.

4 n-nested simulation equivalence

The notion of n-nested simulation equivalence was introduced by Groote and Vaandrager [12]
in their study of the tyft/tyzt-format for structured operational semantics because 2-nested
simulation equivalence is the completed trace congruence for this format.

Definition 4.1. For all n € N, n-nested simulation, written S", is inductively defined by
e pSY% for all processes p and g,
e pC™tlg iff there is a simulation relation R C (S™~! with pRy.

Two processes p and q are n-nested simulation equivalent, written ps™q, iff pG™q and ¢ S™p.

Note that 1-nested simulation is just simulation and that therefore 1-nested simulation equiv-
alence is simulation equivalence.

Lemma 4.2. For alln € N, n-nested simulation is a precongruence under action prefixing
and +.

Proof. Induction in n.



Figure 2: r(p,q) and s™(p,q) for n=1,2,3

= 1: This simply states that G is a precongruence under action prefixing and +. Clearly
if pCq and pSq’ we have that ap Saq and p+p’ Sq+q’.

Step - assuming for n: Here if pS™tlg we have that there is a simulation R C (S™)~! such
that pRg. But then, since ¢S™p we must by induction hypothesis have aqgS"ap and
thus R U {(ap,aq)} is a simulation with RU {(ap,aq)} C (S™)~1. The proof for + is
entirely similar.

O

The class of processes defined in the following can be used to reduce simulation to both n-
nested simulation and n-nested simulation equivalence. Some of these processes are depicted
in Figure 2.

Definition 4.3. Let p and g be processes and let a be an action. The processes r™(p,q) and
s™(p, q) for n > 0 are inductively defined by:

r'(pg) =p+4q, st(p,q) = p,

r"*1(p,q) = ar™(p,q) + as"(p,9), s"*1(p,q) = ar"(p,9)-
Observe that if p and ¢ are normed BPA processes, r™(p,q) and s™(p,q) are also normed.
Lemma 4.4. Let p and q be processes. For all n > 0 it holds that
1. s™(p,q) S"r™(p, 9),
2. r™(p,q) S"s"(p, q) iff ¢Sp-

Proof. Both proofs proceed by induction. For 1 we get
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n =1: The lemma then reduces to pSp + ¢ which obviously holds.

Step - assuming for n: Define for processes p and ¢ the simulation

R={(ar™(p,q),ar™(p,q) +as™(p,q))}U Id

where Id is the identity relation. R C (S™)~!, as we have r™(p,q) S"r"(p,q) and
s™(p,q) S"r™(p,q) by induction hypothesis, which by Lemma 4.2 gives us ar"(p,q) +
as™(p,q) S"ar"(p,q).

The proof for 2 has

n = 1: The lemma here reduces to p+qSp iff ¢ Sp. If there is a simulation R with gRp then

{(p+4¢,p)}URUId is a simulation. And if p+ gRp for a simulation R, then {(q,p)}UR
is a simulation.

Step - assuming for n: For the ‘if’ direction suppose for processes p and ¢ that ¢Cp and
™(p,q) S"s™(p,q). Then define the simulation

R={(ar™(p,q) +as™(p,q),ar™(p,q))} U (S™)™

R C (S™)7! since Lemma 4.2 gives us a7™(p,q) S"ar"(p,q) + a s™(p, q), which means
that "1 (p,q) G"*1s"*1(p,q). For the ‘only if’ direction suppose ¢ € p. By induction
hypothesis 7*(p, g) " s™(p,q). Then we cannot have r"+1(p, ¢) Gt s"*1(p, q), for any
candidate simulation would be one containing the pair (a 7"(p, ¢) +a s™(p, ), ar"(p, q)).
As r™*1(p,q)—s"(p,q) can only simulated by s"*!(p,q)—>r"(p,q) it must be that
(s™(p,q),™™(p,q)) € R. But since R C (S™)~! we would have r™(p, q) S"s"(p, q),

0O

Theorem 4.5. For n > 0 n-nested simulation and n-nested simulation equivalence are
undecidable for normed BPA processes.

Proof. We reduce simulation to n-nested simulation using the following observation:
gSp iff  r(p,q)S"s"(p,q).

We reduce simulation to n-nested simulation equivalence using:
gSp iff  r(p,q)S"s"(p,9).

Because n > 0 both facts follow directly from lemma 4.4. As simulation is undecidable,
n-nested simulation and n-nested simulation equivalence cannot be decidable. m|

One should notice here that the limit of the n-nested simulation equiva.lencés forn — wis
strong bisimulation equivalence:

Theorem 4.6. [12] For any finitely branching labelled transition graph we have
~ = ﬁ ="
n=0

So we see here have the odd situation, because of Theorem 4.6 and the result of [3], that
while ~ is decidable, it is the limit of a series of undecidable approximations.
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We now consider n-bounded-tr-bisimulation. This equivalence is a generalisation of trace
equivalence and possible futures equivalence, in that 1-bounded-tr-bisimulation corresponds
to trace equivalence and 2-bounded-tr-bisimulation is the possible futures equivalence of [25].

Definition 5.1. We define n-bounded-tr-bisimulation, written ~., inductively as follows.

e p ~9 g for all processes p and g,
oD ~;:.+1 q iff

— if p-2>p' then 3¢ such that g—¢' and p’ ~. ¢’ and

— if ¢—2q’ then 3p’ such that p—p’ and p’ ~% ¢'.

This notion of equivalence also arises naturally as the consecutive approximations of bisim-
ulation equivalence [20, 21]. For finitely branching transition graphs, and therefore for BPA
processes, the limit of the n-bounded-tr-bisimulations for n — w coincides with bisimulation
equivalence:

Theorem 5.2. [21] For any finitely branching labelled transition graph we have

w
— n
~ = n ~ir
n=0
The following proof uses the same reduction that was employed in [17] to show that
n-bounded tr-bisimulation for regular processes is PSPACE-complete. The following easy
lemma is crucial:

Lemma 5.3. [17]
p~pqiffp+g~i. pandp+q~i. q

Lemma 5.4. [17] Let p and q be processes. For all n > 0 it holds that

p~Egiffa(p+q) ~itlap+ag

Proof. For the “f’ half we prove the contrapositive, stating that p % ¢ implies that
a(p + q) 2 ap + ag. Assume p £} ¢. Then a(p + q)—p + q whereas ap + ag—p and
ap+ag—q. Since p £L. g we have by the previous lemma that either p+q %, p or p+¢ *5. q,
so clearly a(p+q) 2%+ ap+ag. The ‘only if” half of the proof also proceeds by contraposition,
showing that a(p + q) #%'! ap + ag implies p #}. g. Assuming a(p + ) #71 ap + ag, the
‘action string that distinguishes a(p + q) and ap + aq must be a, since for any longer string
w the w-derivatives are identical. Thus, either p + g #£%. p or p + ¢ #%, g, and again by the
previous lemma we get p £ g. m|

Theorem 5.5. For n > 0 n-bounded-tr-bisimulation is undecidable for normed BPA pro-
cesses.

Proof. We reduce n-bounded-tr-bisimulation to n+1-bounded-tr-bisimulation using Lemma
5.4. Since 1-bounded-tr-bisimulation is trace equivalence, which is undecidable, the result
follows. m]

The consequence of the above result is again the rather odd one that ~ is decidable while
none of these non-trivial approximations are!
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6 Failures, readiness, failure-trace and ready-trace equiva-
lences

In their paper [16] Huynh and Tian show that failures equivalence [6] and readiness equiva-
lence [4, 22] are undecidable for normed BPA processes. Here we give an alternative account
of their technique, using a simpler transformation than that of [16] to show that ready trace
and failure trace equivalence are undecidable.

Definition 6.1. For any process p, define

failures(p) = {(w, X) | 3p': p——p',Va € X : p' 35},
readies(p) = {(w, X) | 3p' : p—p',p'— <= a € X}.

Processes p and q are failures equivalent, written p~ ¢q, iff failures(p) = failures(g). Processes
p and g are readiness equivalent, written p ~, g, iff readies(p) = readies(q).

The proof technique of Huynh and Tian involves defining a class of processes, called locally
unary processes, for which failures and readiness equivalence coincide with completed trace
equivalence.

Definition 6.2. [16] A process p is locally unary iff for each p’ with p——p' there is at most
one a € Act such that p'—.

Lemma 6.3. [16] If p and q are locally unary normed processes then
p~rq iff p~yq iff L(p) = L(q).

Proof. [16] As ~,C~yCny,, it is sufficient to show that L(p) = L(g) implies p ~, q.
Suppose L(p) = L(q) and (w,X) € readies(p). If X = 0 we have w € L(p) and hence,
(w,0) € readies(p). Otherwise, since g is locally unary we have X = {a} for some a € Act.
Since p is normed, there must be a w' € Act* such that waw' € L(g). Since L(p) = L(q) and
g is locally unary, we must therefore also have that (w, {a}) € readies(q). O

The idea is now, given a A to construct a locally unary A’ containing the variables of A
such that L(a) = L(B) in A if and only if L(a) = L(B) in A’. The following construction
accomplishes this. The idea is simply to precede any action by a # that indicates that a
nondeterministic choice has been made.

Definition 6.4. Given a system of equations A in GNF let A’ have the action set ActU{#}
(where # is a new action) and process variables Var U {X, | a € Act}. For every process
equation in A

def
Xi = Z: a; ;04
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create the equations

X; ¥ S #X,0

def
in the new system A’.

It is obvious that A’ is normed iff A is (in fact if |X| = k in A then |X| = 2k in A). We
now have

Proposition 6.5. A’ is locally unary.

Proof. If a state is of the form X+ with X € Var we must have X 'y—f—» and nothing else.
Otherwise, if it is of the form X,y we can only have X y— m|

The following is now obvious from the definition of A'.
Proposition 6.6. For o € Var* we have a—aa'o” iff a1 Xpa/ @' =2 prc .
We therefore also see that

Proposition 6.7. For a € Var* biby...b, € L(a) relative to A iff #bi#bs...4#b, € L(c)
relative to A,

Theorem 6.8. [16] Failure and ready equivalence are undecidable for locally unary normed
BPA processes.

Proof. From Proposition 6.7 we can reduce language equivalence to language equivalence
for locally unary normed processes and the theorem now follows from Lemma 6.3. a

The above ideas can also be used to prove that failure trace and ready trace equivalence
are undecidable. For normed BPA, failure trace equivalence [10] coincides with the notion of
refusal testing [24].

Definition 6.9. The refusal relation A, for A C Act is defined for any processes p,q

by p—2+q iff p = q and whenever a € A, p-%. The failure trace relations —= for u €
(ActUP(Act))* are defined as the reflexive and transitive closure of the refusal and transition
relations. Define

failure-traces(p) = {u € (Act UP(Act))* | 3p' : p—p'}.

Two processes p and q are failure-trace equivalent, written p ~g, q iff failure-traces(p) =
failure-traces(q).

Lemma 6.10. If p and q are locally normed unary processes then p ~g, q iff L(p) = L(q).
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Proof. The ‘only if’ direction is straightforward. We only show the ‘if’ direction. Define
h: (ActUP(Act)) — Act* as the homomorphic extension of

_J e ifueP(Act)
h(u) = { u otherwise.

Then, if u € failure-traces(p) and p normed, clearly for some v € Act*, h(u)v € L(p). Thus,
since p ~¢, ¢ we must have h(u)v € L(g) and since q is locally unary and normed, it is now
easy to see that u € failure-traces(q). i

Corollary 6.11. Failure trace equivalence is undecidable for locally unary normed BPA
processes.

The definition of ready trace equivalence that is used here is a characterisation presented in
[10].

Definition 6.12. Define

ready-trace(p) = {Aoa141...anAn |
3po, .- Pn i P = Po—>p1 - —2Pp, Pi—— = a € A;,0<i<n}.

Two processes p and q are ready trace equivalent, written p ~r4 g, iff ready-trace(p) =
ready-trace(q).

Lemma 6.13. If p and q are locally unary processes then p ~4. q iff L(p) = L(q).

Proof. The ‘only if’ direction is straightforward. We only show the ‘if’ direction. First note
that if AgajAiasz...a,A, is a ready trace for a locally unary process, all A; (0 < i < n) are
singleton sets and A, is the empty or a singleton set. Now define h : (Act UP(Act))* — Act*
as in Lemma 6.10. Then if u € ready-trace(p) we have, as p is normed, a v € Act* such that
h(u)v € L(p). Since L(p) = L(q) we must have h(u)v € L(g), and since q is locally unary we
get u € ready-trace(q). ]

Corollary 6.14. Ready trace equivalence is undecidable for locally unary normed BPA
DPrOCesses.

7 Ready-simulation or 2/3-bisimulation

The notion of ready simulation (or 2/3-bisimulation) originated in work by Bloom, Istrail
and Meyer [5] and Larsen and Skou [19]. It is the completed trace and the trace congruence
induced by the GSOS-format [5].

Definition 7.1. A relation R between processes is a ready simulation iff it is a simulation
and whenever pRq then for each a € Act we have p— if g—. We say that q ready simulates
p, written pG..q, iff there is a ready simulation R with pRq. Two processes p and g are ready
simulation equivalent, written pS,q, iff pS,q and ¢S, p.
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The idea behind the proof is to find a class of processes where the ready simulation and
simulation preorders coincide. The following class of processes is essential here:

Definition 7.2. A process p is said to be two-step deterministic iff whenever p-irpl—é-»
and pl*pg—b-> then p; = p2

Note that the notion of being two-step deterministic is strictly weaker than that of being
deterministic.

We now show that for locally unary, two step deterministic processes language inclusion
coincides with ready simulation. We use the construction of Definition 6.4 to show that
language inclusion for deterministic processes can be reduced to language inclusion for unary
locally, two-step deterministic processes. This enables us to show that ready simulation is
undecidable for locally unary, two step deterministic processes.

The following two results follow immediately from Propositions 6.6 and 6.7.

Proposition 7.3. If A is deterministic, then A’ is two-step deterministic.

Lemma 7.4. Let A and A’ be given as in Definition 6.4. Then for a, 8 € Var* L(a) C L(f)
in A iff L(e) € L(B) in A"

Proof. Direct from Proposition 6.7. a

The next lemma states the correspondence between simulation and ready-simulation that we
are seeking.

Lemma 7.5. Let A define a normed BPA process. If A is locally unary and two-step
deterministic, then for any a,3 € Var* we have L(c) C L(B) iff ay/Sr8y/ (where / is a
new action not occurring in Act).

Proof. The ‘if’ half is obvious, so it suffices to prove the ‘only if’ half. We define the relation

R={(av,BV) | L(a) € L(B)}
and show that it is a ready simulation. This is easy for the pair (1/,+/). So we only consider

pairs (ay/, 8/) where a, 3 # €.

First we show that if By/— then ay/—. So, assume (3y/——. First observe, as « is

normed, that a\/b 120V for some n > 0. As L(a) C L(B), ﬂ\f 170V As @ is locally unary,
it must be that a = by. Hence, ay/—.
Now we show that R is a simulation relation. Assume (ay/,3y/) € R and a/—=a/. There

is exactly one action b such that o/ -2,. If b=/ then o’ = /. Moreover, there is some §'

such that By/~*>3'-Ys. Clearly §' = +/, so (o/, ') € R. If b # / then o/ = o'y/ for some
o' and

L(a"y/) = {bw | abw € L(a/),w € (Act*)v/}.

As 34/ is two step deterministic, there is exactly one ' such that B3 —-b—>, B =p"y/ and
L(B"\/) = {bw | abw € L(Bv/)}. As clearly L(a"\/) € L(8"V/) it follows that (a"V/, ") €
R. O
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We now have the following:

Theorem 7.6. Ready simulation is undecidable for locally unary, two-step deterministic
and normed BPA processes.

Proof. We reduce language containment for deterministic processes to ready simulation for
locally unary, two step deterministic processes. Given a deterministic A, let o, 3 € Var*.
We now have the following (strongly relying upon Lemmas 7.4 and 7.5):

Lle) CL(B)inA if L(a)CL(B)in A’
if ay/S.0yinA’

Here 4/ is a new action. o

Theorem 7.7. Ready simulation equivalence is undecidable for locally unary normed BPA
processes. '

Proof. We reduce ready simulation to ready simulation equivalence by the following obser-
vation:

aS.f iff a+pBs.6.
a
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