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We describe the input/output automaton model, a model for concurrent and
distributed discrete event systems. We define the model, illustrate the model
with several examples concerning vending machines and a leader election
algorithm, and survey the ways in which the model has been used.

1. INTRODUCTION

The input/output automaton model has recently been defined, in [26,27], as a
tool for modeling concurrent and distributed discrete event systems of the sorts
arising in computer science. Since its introduction, the model has been used for
describing and reasoning about several different types of systems, includin g
network resource allocation algorithms, communication algorithms, concurrent
database systems, shared atomic objects, and dataflow architectures.

This paper is intended to introduce researchers to the model. It is organized
as follows. Section 2 contains an overview of the model. Section 3 defines the
model formally and examines several illustrative examples concerning candy
vending machines. Section 4 contains a second example, a leader election algo-

rithm. Finally, Section 5 contains a survey of some of the uses that have so far
been made of the model.

2. OVERVIEW OF THE MODEL |

I/0 automata provide an appropriate model for discrete event systems consist-
ing of concurrently-operating components. Such systems are often character-
1zed by the fact that, instead of simply computing some function of their input
and halting, they continuously receive input from and react to their
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t The shared-memory model described in [21] has had a strong influence on the present work. In
particular, the inability to block inputs appears as the ‘read-anything’ property in [21].
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The model permits description of algorithms and systems at different levels
of abstraction. Abstraction mappings are defined, mapping automata that
include 1.mplementat10n detail to more abstract automata that suppress some of

ul. Such mappings can be used as aids in correctness proofs for algo-
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3.1. Input/output automata
We begin with the definition of an automaton. As previously mentioned, an
automaton’s actions are partitioned into sets of input, output, and internal
actions. This set of actions and its partition determines an interface between
the automaton and its environment. We refer to this interface as the action sig-
nature of the automaton. Formally, an action signature S is a partition of a set
acts(S) of actions into three disjoint sets in(S), out(S), and int(S) of input
actions, oulput actions, and internal actions, respectively. We denote by
ext(S)=in (S)Uout(S) the set of external actions, those actions visible to the
environment of any automaton have S as its action signature. An extemal
action signature 1S an action signature S with no imemal actions; th
int(S)= 3 or acts(S)=ext(S). Given an action signature S, we defin
extsig(S) to be external action signature S’ with in(S)=in(S) and
out (S$')=out (S). We denote by local (S) out (S)Uint(S) the set of locally-
controlled actions, those actions under the local any automaton hav-
ing S as its action signature. Gwen an automaton 4 with action signatus

will frequently abuse notation and denote in (S) by in (A) etc.
An nput/output automaton A (also called Z
automaton) consists of five components:
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